## Lecture 2

## Part I

Selections -
Single If-Stmts
Conditions: General vs Specific

Overlapping Conditions: General vs. Specific

$x \geq 70$ is more general
$x \geq 80$ is more specific Bodean condition
set acaisfycy


## Overlapping Conditions in a Single If-Statement



## Test Inputs:

If we have a single if statement then having this order
v
if $(\underline{x}>=5)$ T. $\{$ System. out.println ("x $>=5$ ") ; \}
$x>=5$
E) se if $(x>=0) \quad\{$ System.out.println("x $>=0 ")$; $\}$
is different from having this order $\rightarrow$ more general.
$N^{2}$
if $(x>=.0$ (T) System. out.println ("x $>=0 ") ;$
Ease if $\left(x^{*}>=5\right) \quad\{$ System.out.println("x $>=5 ")$;
$x>=0$

Single If-Stmt with General to Specific Branching Conditions


Test Inputs: gpa $=4.8$
branching


## Lecture 2

Part J
Selections -
Short-Circuit Effect of \&\& and ||




## Short-Circuit Evaluation: Common Errors

Test Inputs:


Short-Cipcuit/Evaluation is not exploited: crash when $\mathrm{x}=0$


Short-Circuit Evaluation is not exploited: crash when $\mathrm{x}==0$

```
if (y/x}<=2||x==0) 
} 10/0 ~ Crach.
else {
    do something */ }
```


## Lecture 2

## Part K

Selections More Common Errors and Pitfalls

## Common Errors: Missing_Braces

Confusingly, braces can be omitted if the block contains a single statement.

```
final double PI = 3.1415926;
Scanner input = new Scanner(System.in);
double radius = input.nextDouble();
if) (radius >= 0){
```

    System.out.println("Area is " + radius * radius * PI);
    Your program will misbehave when a block is supposed to execute multiple statements, but you forget to enclose them within braces. $\quad F=x$. $\longrightarrow \bar{n} t e$. $\longrightarrow$. $\longrightarrow$ cion


## Common Errors: Misplaced Semicolon

Semicolon (;) in Java marks the end of a statement (e.g., assignment, if statement).

$\qquad$

This program will calculate and output the area even when the input radius is negative, why? Fix?


## Common Errors: Variable Not Properly Re-Assigned


$\times$ graduateWith $=$ "High Distinction" ; \}
4 else if (gpa >=4) \{
5 丸GraduateWith = "Distinction"
6 else if (gpa $>=3.5$ ) \{
$7 \times$ graduateWith $=$ "Credit"; \}
8) else if (gpa >= 2.5) \{
$9 \times[$ graduateWith = "Pass"; \}
single af-stwit without

2.5
3.5

4
4.5

Common Errors: Ambiguous "else" "dangtang"ekse.
\}

Test Inputs:
$x=20$

System. out.println


## Test Inputs:

System. out. println("x is larger than 100");


## Common Pitfall: Simplifiable Boolean Expressions

boolean isEven;
if (number $\% 2==0$ ) \{ isEven = true;
\}
else \{
isEven = false;
\}

## boolean serene

number $\% ~ 2==0$;


```
if (isEven == false) {
    System.out.println("Odd Number");
}
else {
    System.out.println("Even Number");
}
```


## Lecture 3

Part A

Loops -
for-Loop vs. while-Loop
Syntax and Semantics

## for-Loop: Syntax and Semantics

```
for (int i = 0; i< 100; i ++) {
    System.out.println("Welcome to Java!");
```


Q. How many times is the stsy condition ( $\mathrm{i}<100$ ) checked?
Q. How many times is the loop body (println) executed?

Q. How many times is the stsy condition ( $i$ < 100) checked?
Q. How many times is the loop body (pron tin) executed? 100

## for-Loop: Alternative Syntax

```
For (int(i) = 0; i < 100; i ++) {
```

printla (CD) $3 x$
o The "initial-action" is executed only once, so it may be moved right before the for loop.

- The "action-after-each-iteration" is executed repetitively to make progress, so it may be moved to the end of the for loop body.

So the above for-loop may be re-written as:

```
䂗 \(\overline{\text { L }}=0\);
for ( \(\overline{3} \bar{L}<1005\) ) \(\{\)
    print ln( \(\cdots)_{\text {; }}\)
    Lt +5
```

for-Loop: Exercises (1)

Q. Are the outputs same or different?



## for-Loop: Exercises (2).

int count $=0$ i
for (; count $<100$; ) \{
System. out. print $n($ "Welcome to Java " + count + "!"); count ++; /* count $=$ count $+1 ; * /$
\}

```
int count =1;
[1,100] > 100
    System.out.p\overline{rintIn}("Welcome to Java " + count + "!");
    count ++; /* count = count + 1; */
}
```

Q. Are the outputs same or different?

## for-Loop: Exercises (3).

Compare the behaviour of the following three programs:

```
for (int i = 1; i <= 5 ; i ++) {
    System.out.print(i); }
```

Output: 12345

```
int i = 1;
for ( ; i < 5 ; ) {
    System.out.print(i);
    i ++; }
```

Output: 12345
23456


Output: 23456


## while-Loop: Syntax and Semantics

```
int count = 0;
while (count < 100) {
    System.out.println("Welcome to Java!");
    count ++; /* count = count + 1; */
```

\}

Q. How many times is the stsy condition $(\mathrm{i}<100)$ checked?
Q. How many times is the loop body (printin) executed?

## while-Loop: Tracing

$$
J=\frac{(\tau+2)}{102}=\bar{c}+2 \Rightarrow(\bar{c}=100
$$

```
int (j)=3;
while (j< < <3) {
    System.out.println("Welcome to Java!");
    j ++; /* j = j + I; */ }
```

| $j$ | $j<103$ | Enter/Stay Loop? | Iteration | Actions |
| :---: | :---: | :---: | :---: | :---: |
| .3 | $3<103$ | True | $(1)(\tau)$ | print, $j++$ |
| .4 | $4<103$ | True | 2 | print, $j++$ |
| 5 | $5<103$ | True | .3 | print, $j++$ |
| 103 |  |  |  |  |
| 102 | $102<103$ | True | 108 | print, $j++$ |
| 103 | $103<103$ | False | - | - |

Q. How many times is the stay condition ( $\mathrm{i}<100$ ) checked? $\mid$
Q. How many times is the loop body (println) executed? 100

## while-Loop: Exercises (1)

```
int count = 0;
while (count < 100)
[0,9a] 
```

System. out. println("Welcome to Java!");
count ++;

```
int count = 1;
while (count <= 100) { U, 00] 00
    System.out.println("Welcome to Java!");
    count ++;
```


## Q. Are the outputs same or different?

| count | count < 100 | Iteration |  |
| :--- | :--- | :--- | :--- |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |


| count | count | < $=100$ | Iteration |
| :---: | :---: | :---: | :---: |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |

## while-Loop: Exercises (2).

```
int count =0i, [0, 99]
while (count < 100) {
    System.out.println("Welcome to Java " + count + "!");
    count ++i /* count = count + 1; */
```

\}

```
int count =1.
while (count" <= 100) {
[1;100]
    System.out.println("Welcome to Java " + count + "!");
    count ++i /* count = count + 1; */
}
```

Q. Are the outputs same or different?

## Lecture 3

Part B
Loops -
Compound Loops, for-Loops vs. and while-Loops

Compound Loop: Exercises (1)

reaching this time, we already exit from loop.

$$
\begin{gathered}
\rightarrow \quad!(\text { vadruis }>=0) \\
\equiv \quad \text { varus }<0
\end{gathered}
$$

Test Inputs: radius $=-3$

Test Inputs: radius $=$ (2) radius $=-3$

Test Inputs: radius $=2$ radius $=3$

## Compound Loop: Exercises (2.1)



Test Inputs:
radius = -3


System.out println("Enter a radius value:");
double radius (Fnput.nextDouble();
Test Inputs:
radius $=2$
radius $=3$

## Compound Loop: Exercises (2.2)

Q. What if we delete the update at Line 9?

## Test Inputs:

Console


## for-Loop vs. while-Loop

To convert a while loop to a for loop, leave the initialization and update parts of the for loop empty.

```
while(B) {
}
```

is equivalent to:

```
for( ; B ; ) {
    * * Actions */
}
```

where $B$ is any valid Boolean expression.

To convert a for loop to a while loop, move the initialization part immediately before the while loop and place the update part at the end of the while loop body.

```
for(int i = 0 ; B ; i ++) {
```

\}
is equivalent to:

```
int i = 0;
```

while (B) \{
/* Actions
i ++;
\}
where $B$ is any valid Boolean expression.

